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# Functions

## System

# XACT\_STATE:

# Is a scalar function that reports the user transaction state of a current running request. XACT\_STATE indicates whether the request has an active user transaction, and whether the transaction is capable of being committed.

Syntax: XACT\_STATE()

XACT\_STATE returns the following values.

| Return value | Meaning |
| --- | --- |
| 1 | The current request has an active user transaction. The request can perform any actions, including writing data and committing the transaction. |
| 0 | There is no active user transaction for the current request. |
| -1 | The current request has an active user transaction, but an error has occurred that has caused the transaction to be classified as an uncommittable transaction. The request cannot commit the transaction or roll back to a savepoint; it can only request a full rollback of the transaction. The request cannot perform any write operations until it rolls back the transaction. The request can only perform read operations until it rolls back the transaction. After the transaction has been rolled back, the request can perform both read and write operations and can begin a new transaction. |

Both the XACT\_STATE and @@TRANCOUNT functions can be used to detect whether the current request has an active user transaction. @@TRANCOUNT cannot be used to determine whether that transaction has been classified as an uncommittable transaction. XACT\_STATE cannot be used to determine whether there are nested transactions.

-- SET XACT\_ABORT ON will render the transaction uncommittable

-- when the constraint violation occurs.

SET XACT\_ABORT ON;

BEGIN TRY

BEGIN TRANSACTION;

-- A FOREIGN KEY constraint exists on this table. This

-- statement will generate a constraint violation error.

DELETE FROM Production.Product WHERE ProductID = 980;

-- If the delete operation succeeds, commit the transaction. The CATCH

-- block will not execute.

COMMIT TRANSACTION;

END TRY

BEGIN CATCH

-- Test XACT\_STATE for 0, 1, or -1.

-- If 1, the transaction is committable.

-- If -1, the transaction is uncommittable and should be rolled back.

-- XACT\_STATE = 0 means there is no transaction and

-- a commit or rollback operation would generate an error.

-- Test whether the transaction is uncommittable.

IF (XACT\_STATE()) = -1

BEGIN

PRINT 'The transaction is in an uncommittable state. Rolling back transaction.'

ROLLBACK TRANSACTION;

END;

-- Test whether the transaction is active and valid.

IF (XACT\_STATE()) = 1

BEGIN

PRINT 'The transaction is committable.Committing transaction.'

COMMIT TRANSACTION;

END;

END CATCH;

GO

# ALTER TABLE computed\_column\_definition

column\_name AS computed\_column\_expression

[ PERSISTED [ NOT NULL ] ]

[

[ CONSTRAINT constraint\_name ]

{ PRIMARY KEY | UNIQUE }

[ CLUSTERED | NONCLUSTERED ]

[ WITH FILLFACTOR = fillfactor ]

[ WITH ( <index\_option> [, ...n ] ) ]

[ ON { partition\_scheme\_name ( partition\_column\_name ) | filegroup

| "default" } ]

| [ FOREIGN KEY ]

REFERENCES ref\_table [ ( ref\_column ) ]

[ ON DELETE { NO ACTION | CASCADE } ]

[ ON UPDATE { NO ACTION } ]

[ NOT FOR REPLICATION ]

| CHECK [ NOT FOR REPLICATION ] ( logical\_expression )

]

PERSISTED  
Specifies that the Database Engine will physically store the computed values in the table, and update the values when any other columns on which the computed column depends are updated. Marking a computed column as PERSISTED allows an index to be created on a computed column that is deterministic, but not precise.

**ALTER TABLE Inventory ADD TotalItems AS ItemsInStore + ItemsInWarehouse PERSISTED**

CREATE TABLE Sales.OrderDetails (

ListPrice money not null,

Quantity int not null,

LineItemTotal as (ListPrice \* Quantity) PERSISTED)

Need to create an audit record only when either the MobileNumber or HomeNumber column

is updated. Which Transact-SQL query should you use?

CREATE TRIGGER TrgPhoneNumberChange

ON Customers FOR UPDATE

AS

IF UPDATE (HomeNumber) OR UPDATE (MobileNumber)

- - Create Audit Records

You develop a Microsoft SQL Server 2012 database that has two tables named SavingAccounts and

LoanAccounts. Both tables have a column named AccountNumber of the nvarchar data type. You

use a third table named Transactions that has columns named TransactionId AccountNumber, Amount, and TransactionDate. You need to ensure that when multiple records are inserted in the

Transactions table, only the records that have a valid AccountNumber in the SavingAccounts or

LoanAccounts are inserted. Which Transact-SQL statement should you use?

CREATE TRIGGER TrgValidateAccountNumber

ON Transactions

INSTEAD OF INSERT

AS

BEGIN

INSERT INTO Transactions

SELECT TransactionID,AccountNumber,Amount,TransactionDate FROM inserted

WHERE AccountNumber IN

(SELECT AccountNumber FROM LoanAccounts

UNION SELECT AccountNumber FROM SavingAccounts))

END

indexed view.

You need to ensure that users can update only the phone numbers and email addresses (Only two columns out of 6 columns Partitioned view) by using this view. What should you do?

Create an INSTEAD OF UPDATE trigger on the view.

SCHEMABINDING Clause in views

You need to ensure that users are able to modify data by using the view (it has SCHEMABINDING clause and joining of the two tables and sum /Aggregate column). What should you do?

Create an INSTEAD OF UPDATE trigger on the view.

You have an XML schema collection named Sales.InvoiceSchema. You need to declare a variable of

the XML type named XML1. The solution must ensure that XML1 is validated by using

Sales.InvoiceSchema. Which code segment should you use?

Correct Answer:

DECLARE @XML1 XML(Sales.InvoiceSchema)

CROSS APPLY

GROUPING SETS

ROLLUP

CUBE

NOT IN <>ALL (NOT IN , <>ALL both are same )

EXECUTE AS OWNER

EXECUTE AS CALLER

.WRITE in SQL server

CREATE SEQUENCE CustomerSequence AS int

START WITH 1

INCREMENT BY 1

MINVALUE 1

MAXVALUE 100

CYCLE

UPDATE Customers SET PartitionNumber = NEXT VALUE FOR CustomerSequence

DROP SEQUENCE CustomerSequence

UPDATE SYNTAX:

[ WITH <common\_table\_expression> [...n] ]

UPDATE

[ TOP ( expression ) [ PERCENT ] ]

{ { table\_alias | <object> | rowset\_function\_limited

[ WITH ( <Table\_Hint\_Limited> [ ...n ] ) ]

}

| @table\_variable

}

SET

{ column\_name = { expression | DEFAULT | NULL }

| { udt\_column\_name.{ { property\_name = expression

| field\_name = expression }

| method\_name ( argument [ ,...n ] )

}

}

| column\_name { .WRITE ( expression , @Offset , @Length ) }

| @variable = expression

| @variable = column = expression

| column\_name { += | -= | \*= | /= | %= | &= | ^= | |= } expression

| @variable { += | -= | \*= | /= | %= | &= | ^= | |= } expression

| @variable = column { += | -= | \*= | /= | %= | &= | ^= | |= } expression

} [ ,...n ]

[ <OUTPUT Clause> ]

[ FROM{ <table\_source> } [ ,...n ] ]

[ WHERE { <search\_condition>

| { [ CURRENT OF

{ { [ GLOBAL ] cursor\_name }

| cursor\_variable\_name

}

]

}

}

]

[ OPTION ( <query\_hint> [ ,...n ] ) ]

[ ; ]

<object> ::=

{

[ server\_name . database\_name . schema\_name .

| database\_name .[ schema\_name ] .

| schema\_name .

]

table\_or\_view\_name}

**.**WRITE **(**expression**,**@Offset**,**@Length**)**

Specifies that a section of the value of column\_name is to be modified.

expression replaces @Length units starting from @Offset of column\_name. Only columns of **varchar(max)**, **nvarchar(max)**, or **varbinary(max)** can be specified with this clause. column\_name cannot be NULL and cannot be qualified with a table name or table alias.

IF (XACT\_STATE ( ) ) = 1

-- the estimated rows do not match the actual rows (So need to update statistics.)

Use index column as original, don’t use functions, convert, cast etc on index column. If you are using all these the index will not seek .The index will be scan for entire table.

The filter in the where clause it is written as a SARG (search argument). If you include the indexed column as part of an expression or as part of a function argument the query optimizer wont be able to use the index defined over the column, and this most likely lead to an inefficient execution plan.

PIVOT

Enable the optimize for ad hoc workloads option.

There is high contention between readers and writers on several tables used by your transaction.

You need to minimize the use of the tempdb space. You also need to prevent reading queries from

blocking writing queries. Which isolation level should you use?

READ COMMITTED SNAPSHOT

# THROW

Raises an exception and transfers execution to a CATCH block of a TRY…CATCH construct

THROW [ { error\_number | @local\_variable },

{ message | @local\_variable },

{ state | @local\_variable } ]

[ ; ]

The statement before the THROW statement must be followed by the semicolon (;) statement terminator.

If the THROW statement is specified without parameters, it must appear inside a CATCH block. This causes the caught exception to be raised. Any error that occurs in a THROW statement causes the statement batch to be terminated.

## Differences Between RAISERROR and THROW

The following table lists differences between the RAISERROR and THROW statements.

| RAISERROR statement | THROW statement |
| --- | --- |
| If a msg\_id is passed to RAISERROR, the ID must be defined in sys.messages. | The error\_number parameter does not have to be defined in sys.messages. |
| The msg\_str parameter can contain **printf** formatting styles. | The message parameter does not accept **printf** style formatting. |
| The severity parameter specifies the severity of the exception. | There is no severity parameter. The exception severity is always set to 16. |

Alter Table DBo.Book ADD BOOKGUID UNIQUEIDENTIFIER NOT NULL Constraint DF\_BookGUID Default newid() WITH VALUES

structure. Other services include exception handling, hosting for external components like Common Language Runtime, CLR etc.

**Design Guidance**

**Data loading Guidance**

**What's new**

**Query performance**

**Real-time operational analytics**

**Data Warehouse**

**Defragment**

**Index Options**

**AGGREGATE**

**APPLICATION ROLE**

**ASSEMBLY**

**ASYMMETRIC KEY**

**AVAILABILITY GROUP**

**BROKER PRIORITY**

**CERTIFICATE**

**COLUMNSTORE INDEX**

**COLUMN ENCRYPTION KEY**

**COLUMN MASTER KEY**

**CONTRACT**

**CREDENTIAL**

**CRYPTOGRAPHIC PROVIDER**

**DATABASE**

**DATABASE (Azure SQL Database)**

**DATABASE (Azure SQL Data Warehouse)**

**DATABASE (Parallel Data Warehouse)**

**DATABASE AUDIT SPECIFICATION**

**DATABASE ENCRYPTION KEY**

**DATABASE SCOPED CREDENTIAL**

**DEFAULT**

**ENDPOINT**

**EVENT NOTIFICATION**

**EVENT SESSION**

**EXTERNAL DATA SOURCE**

**EXTERNAL LIBRARY**

**EXTERNAL FILE FORMAT**

**EXTERNAL RESOURCE POOL**

**EXTERNAL TABLE**

**EXTERNAL TABLE AS SELECT**

**FULLTEXT STOPLIST**

**FUNCTION**

**FUNCTION (SQL Data Warehouse)**

**INDEX**

**LOGIN**

**MASTER KEY**

**MESSAGE TYPE**

**PARTITION FUNCTION**

**PARTITION SCHEME**

**PROCEDURE**

**QUEUE**

**REMOTE SERVICE BINDING**

**REMOTE TABLE AS SELECT (Parallel Data Warehouse)**

**RESOURCE POOL**

**ROLE**

**ROUTE**

**RULE**

**SCHEMA**

**SEARCH PROPERTY LIST**

**SECURITY POLICY**

**SELECTIVE XML INDEX**

**SEQUENCE**

**SERVER AUDIT**

**SERVER AUDIT SPECIFICATION**

**SERVER ROLE**

**SERVICE**

**SPATIAL INDEX**

**STATISTICS**

**SYMMETRIC KEY**

**SYNONYM**

**TABLE TABLE (Azure SQL Data Warehouse)**

**TABLE (SQL Graph)**

**TABLE AS SELECT (Azure SQL Data Warehouse)**

**TABLE IDENTITY (Property)**

**TRIGGER**

**TYPE**

**USER**

**WORKLOAD GROUP**

**XML INDEX**

**XML INDEX (Selective XML Indexes)**

**XML SCHEMA COLLECTION**

**Overview**

Computed Column

Persisted Computed column

A CLR User-Defined Aggregate

CLR User defined type

Full-text search

CONTAINS PREDICATE

FREE TEXT PREDICATE

CONTAINSTABLE FUNCTION

FREETEXTTABLE FUNCTION

data model that implements Table-per-Hierarchy inheritance

data model that implements Table-per-Type inheritance

data model that includes a complex type

data model that implements a single entity with multiple associations

BISM Model

Table level check constraint

Column level check constraint

Output class

Dynamic Cursor

Partitioned View

Textbox sortExpression property in ssrs

Data tap in ssis

ON Error Event handler in ssis

Run the package by using the dtexecui.exe utility and the SQL Log provider.

SSISDB.[catalog].[executions] view

SSISDB.[catalog].[event\_messages] view

GenerateAndPersistNewIndex Fuzzy Lookup transformation option

TransactionOption property of the package

EventHandlerClass property

IsolationLevel transaction property of a Data Flow task

The catalog.create\_environment\_reference stored procedure.

SorABCeyPosition property for a data flow.

Key Granularity attributes

A CHECK constraint is used to restrict the data that is

allowed for a column to specific values. A CHECK constraint consists of a Boolean expression that evaluates to

either TRUE or FALSE. If the expression evaluates to TRUE, the value is allowed for the column, and if the

expression evaluates to FALSE, the value is not allowed for the column. CHECK constraints can be defined at

the table level or column level, but only CHECK constraints defined at the table level can use columns other

than the constrained column in the constraint expression.

SELECT statement that includes the OUTPUT clause. When performing DML

operations, you can use the OUTPUT clause to obtain and display information about the rows affected by the DML operation. The OUTPUT clause can display this information to the user, insert the

data into another permanent or temporary table or table variable using an INTO clause, or pass the data to a nested DML statement for processing.

Cursors can be used to operate on underlying data on a row-by-row basis.

A dynamic cursor allows scrolling

forward and backward, and all data changes to the underlying table are visible. Cursors are sometimes

unavoidable, but should be replaced with

set-based operations or other methods when possible because they can often degrade performance.

Partitioned views are used when you have similar data stored in

multiple tables and want to create a view to

allow access to all of the data as if it were stored in a single table. Partitioned views are implemented by

creating a view that queries several tables

and combines the results using the UNION ALL operator. A partitioned view can improve performance and

increase availability

Why are you changing, What is the most memorable situation you had in your job, Why should we take you, what is your approach to the new job ?

By using update statistics we can eliminate difference between actual number of rows and estimate number of rows.

Plan Caching and recompiling SQL server White Paper.

retain Same Connection is true

Delay Validation True

Data Compression

----> Row Compression ---- Reduces fixed data type column to variable format.

--->Page Compression

---> Unicode Compression

Unicode compressions apply automatically when you applied Row or page compression.

There are three new catalog views you can use to gather information about columnstore

indexes:

■ sys.column\_store\_index\_stats

■ sys.column\_store\_segments

■ sys.column\_store\_dictionaries

filter non cluster index: A filtered

remember that the majority of DW

queries involve scans over large amounts of data. As a general best practice, you should use

as few nonclustered indexes in your data warehouse as possible.

In a DW, you should not use many nonclustered indexes.

■ Use small, integer surrogate columns for clustered primary keys.

■ Use indexed views.

■ Use columnstore indexes and exploit batch processing.

column store index

batch Processing

Hash joins can use batch processing.

Merge joins do not use batch processing.

Scan operators can benefit from batch processing.

Nested loops joins do not use batch processing.

Filter operators use batch processing as well.

Indexed views are especially useful for speeding up queries that aggregate data.

Indexed views can also speed up queries that perform multiple joins.

Phantom Read: when one transaction executes a query twice in side transaction and it gets a different number of rows in the result set each time.

Non Repeatable Read: Non Repeatable read happens when one transaction reads the same data twice and another transaction updates that data in between first and second read of transaction one. Here we are not repeating same read twice .

Locks are:

Shared

Update

Exclusive

Schema (modification and stability)

Bulk Update Intent (shared, update, exclusive)

Key Range (shared, insert, exclusive)

# Memory Management Architecture Guide

Tables in a Star or

Snowflake schema are divided into dimension tables (commonly known as *dimensions*) and

fact tables.

IMPPROV\_IOWAIT

Error Redirecting.

You cannot change the value of a parameter while a SSIS package is running.

**Synonym**

**quick check**

■ When are property expressions evaluated as a package is running?

**quick check answer**

■ Unlike parameters that are read at the start of package execution, property

expressions are updated when the property is accessed by the package during

package execution. a property expression can change the value of a property in

the middle of package execution, so that the new value is read when the property

is needed by the package.

Locking in the Database Engine

Customizing Locking and Row Versioning

Lock Modes

Lock Compatibility

Row Versioning-based Isolation Levels in the Database Engine

Controlling Transactions (Database Engine)

How to monitor blocking in SQL Server

**Notes:**

1. All isolation levels except for read uncommitted protect against dirty reads.
2. The repeatable read, serializable, and snapshot isolation levels protect a transaction from non-repeatable reads.
3. Only the serializable and snapshot isolation levels protect a transaction from phantom reads.
4. You can use views, stored procedures, and functions to retrieve data. Choose the proper type of object according to a particular situation’s requirements and needs.
5. Use a standard view when you want to package a T-SQL query as a unit for security, deployment, and reusability.
6. Stored procedures are suitable for scenarios that require the input coming from external values and/or when the expected result might not be a result set but a scalar value.
7. User-defined functions (UDFs) enable you to reuse their results in more flexible ways than stored procedures (for instance, in the FROM clause of a SELECT statement, in the Column list section of a SELECT statement, and in a WHERE or HAVING clause of a SELECT statement).
8. UDFs cannot be used to perform actions that modify the database state, and they can only declare input parameters.

* COLUMNSTORE  
  COLUMNSTORE is the default and specifies to compress with the most performant columnstore compression. This is the typical choice.
* COLUMNSTORE\_ARCHIVE  
  COLUMNSTORE\_ARCHIVE further compresses the table or partition to a smaller size. Use this option for situations such as archival that require a smaller storage size and can afford more time for storage and retrieval.

# sp\_refreshview

**Get comma separated values as ta table result set**

**how to remove first and last character from string in sql server**

select @Definition as string, left (right (@Definition, len (@Definition)-1), len (@Definition)-2) as AfterRemovalFirstAndLastCharacter;

Set the Merge agent on the problem subscribers to use the slow link agent profile.

You administer a database that includes a table named Customers that contains more than 750 rows. You

create a new column named PartitionNumber of the int type in the table. You need to assign a PartitionNumber

for each record in the Customers table. You also need to ensure that the PartitionNumber satisfies the following

conditions:

Always starts with 1.

Starts again from 1 after it reaches 100.

Which Transact-SQL statement should you use?

You create a stored procedure named dbo.ModifyData that can modify rows. You need to ensure that when the transaction fails, dbo.ModifyData meets the following requirements:

Does not return an error

Closes all opened transactions

Which Transact-SQL statement should you use?

BEGIN TRANSACTION

BEGIN TRY

EXEC dbo.ModifyData

COMMIT TRANSACTION

END TRY

BEGIN CATCH

IF @@ERROR != 0

ROLLBACK TRANSACTION;

END CATCH

New rows are inserted into the tables in the SalesDB database and updates to existing rows occur on a

high frequency. The inserts and updates often blocked by queries retrieving and reading data

You should make use of the SERIALIZABLE ISOLATION LEVEL.

ABC.com users report that ABCApp3 is functioning sluggishly. You discover that concurrent updates are

causing blockages on the SalesDB database.

SNAPSHOT ISOLATION LEVEL.

**Difference between Read Commit and Read commit snapshot and snapshot Isolation**

# SQL Server Transaction Log Architecture and Management Guide

# Ghost cleanup process guide

## Ghost records

Records that are deleted from a leaf level of an index page aren't physically removed from the page - instead, the record is marked as 'to be deleted', or ghosted. This means that the row stays on the page but a bit is changed in the row header to indicate that the row is really a ghost. This is to optimize performance during a delete operation. Ghosts are necessary for row-level locking, but are also necessary for snapshot isolation where we need to maintain the older versions of rows.

## Ghost record cleanup task

Records that are marked for deletion, or ghosted, are cleaned up by the background ghost cleanup process. This background process runs sometime after the delete transaction is committed, and physically removes ghosted records from pages. The ghost cleanup process runs automatically on an interval (every 5 seconds for SQL Server 2012+, every 10 seconds for SQL Server 2008/2008R2) and checks to see if any pages have been marked with ghost records. If it finds any, then it goes and deletes the records that are marked for deletion, or ghosted, touching at most 10 pages with each execution.

When a record is ghosted, the database is marked as having ghosted entries, and the ghost cleanup process will only scan those databases. The ghost cleanup process will also mark the database as 'having no ghosted records' once all ghosted records have been deleted, and it will skip this database the next time it runs. The process will also skip any databases it is unable to take a shared lock on, and will try again the next time it runs.

The below query can identify how many ghosted records exist in a single database.

SQLCopy

SELECT sum(ghost\_record\_count) total\_ghost\_records, db\_name(database\_id)

FROM sys.dm\_db\_index\_physical\_stats (NULL, NULL, NULL, NULL, NULL)

group by database\_id

order by total\_ghost\_records desc

## Disable the ghost cleanup

On high-load systems with many deletes, the ghost cleanup process can cause a performance issue from keeping pages in the buffer pool and generating IO. As such, it is possible to disable this process with the use of trace flag 661. More information about this can be found in [Tuning options for SQL Server when running high performance workloads](https://support.microsoft.com/help/920093/tuning-options-for-sql-server-when-running-in-high-performance-workloa). However, there are performance implications from disabling the process.

Disabling the ghost cleanup process can cause your database to grow unnecessarily large and can lead to performance issues. Since the ghost cleanup process removes records that are marked as ghosts, disabling the process will leave these records on the page, preventing SQL Server from reusing this space. This forces SQL Server to add data to new pages instead, leading to bloated database files, and can also cause [page splits](https://docs.microsoft.com/en-us/sql/relational-databases/indexes/specify-fill-factor-for-an-index?view=sql-server-2017). Page splits lead to performance issues when creating execution plans, and when doing scan operations.

Once the ghost cleanup process is disabled, some action needs to be taken to remove the ghosted records. One option is to execute an index rebuild, which will move data around on pages. Another option is to manually run [sp\_clean\_db\_free\_space](https://docs.microsoft.com/en-us/sql/relational-databases/system-stored-procedures/sp-clean-db-free-space-transact-sql?view=sql-server-2017) (to clean all database data files) or [sp\_clean\_db\_file\_free\_space](https://docs.microsoft.com/en-us/sql/relational-databases/system-stored-procedures/sp-clean-db-file-free-space-transact-sql?view=sql-server-2017) (to clean a single database datafile), which will delete ghosted records.

Warning

Disabling the ghost cleanup process is not generally recommended. Doing so should be tested thoroughly in a controlled environment before being implemented permanently in a production environment.

**Internal objects** that are created by the database engine. These include:

* Work tables to store intermediate results for spools, cursors, sorts, and temporary large object (LOB) storage.
* Work files for hash join or hash aggregate operations.
* Intermediate sort results for operations such as creating or rebuilding indexes (if SORT\_IN\_TEMPDB is specified), or certain GROUP BY, ORDER BY, or UNION queries.

## Restrictions

The following operations cannot be performed on the **tempdb** database:

* Adding filegroups.
* Backing up or restoring the database.
* Changing collation. The default collation is the server collation.
* Changing the database owner. **tempdb** is owned by **sa**.
* Creating a database snapshot.
* Dropping the database.
* Dropping the **guest** user from the database.
* Enabling change data capture.
* Participating in database mirroring.
* Removing the primary filegroup, primary data file, or log file.
* Renaming the database or primary filegroup.
* Running DBCC CHECKALLOC.
* Running DBCC CHECKCATALOG.
* Setting the database to OFFLINE.
* Setting the database or primary filegroup to READ\_ONLY.